**Números y operaciones aritméticas elementales**

En esta lección se tratan los tipos de datos numéricos y las operaciones aritméticas elementales en Python.

# Tipos de datos numéricos: enteros, decimales y números complejos

## Enteros y decimales

Python distingue entre números enteros y decimales. Al escribir un número decimal, el separador entre la parte entera y la parte decimal es un punto.

>>> 3

3

>>> 4.5

4.5

**Nota**:

Si se escribe una coma como separador entre la parte entera y la decimal, Python no lo entiende como separador, sino como una pareja de números (concretamente, lo entiende como una tupla de dos elementos, un tipo de datos que se comenta en la [lección sobre tuplas](https://www.mclibre.org/consultar/python/lecciones/python-tupla.html)).

>>> 3,5

(3, 5)

Si se escribe un número con parte decimal 0, Python considera el número como número decimal.

>>> 3.0

3.0

Se puede escribir un número decimal sin parte entera, pero lo habitual es escribir siempre la parte entera:

>>> .3

0.3

## Números complejos

Python puede hacer cálculos con número complejos. La parte imaginaria se acompaña de la letra "j".

>>> 1 + 1j + 2 + 3j

(3+4j)

>>> (1+1j) \* 1j

(-1+1j)

La letra "j" debe ir acompañada siempre de un número y unida a él.

>>> 1 + j

Traceback (most recent call last):

File "<pyshell#25>", line 1, in <module>

1 + j

NameError: name 'j' is not defined

>>> 1 + 1 j

SyntaxError: invalid syntax

>>> 1 + 1j

(-1+1j)

El resultado de una operación en la que intervienen números complejos es un número complejo, aunque el resultado no tenga parte imaginaria.

>>> 1j \* 1j

(-1+0j)

# Las cuatro operaciones básicas

Las cuatro operaciones aritméticas básicas son la suma (+), la resta (-), la multiplicación (\*) y la división (/).

Al hacer operaciones en las que intervienen números enteros y decimales, el resultado es siempre decimal. En el caso de que el resultado no tenga parte decimal, Python escribe 0 como parte decimal para indicar que el resultado es un número decimal:

>>> 4.5 \* 3

13.5

>>> 4.5 \* 2

9.0

Al sumar, restar o multiplicar números enteros, el resultado es entero.

>>> 1 + 2

3

>>> 3 - 4

-1

>>> 5 \* 6

30

Al dividir números enteros, el resultado es siempre decimal, aunque sea un número entero. Cuando Python escribe un número decimal, lo escribe siempre con parte decimal, aunque sea nula.

>>> 9 / 2

4.5

>>> 9 / 3

3.0

Dividir por cero genera un error:

>>> 5 / 0

Traceback (most recent call last):

File "<pyshell#22>", line 1, in <module>

5 / 0

ZeroDivisionError: division by zero

>>>

Cuando en una fórmula aparecen varias operaciones, Python las efectúa aplicando las reglas usuales de prioridad de las operaciones (primero multiplicaciones y divisiones, después sumas y restas).

>>> 1 + 2 \* 3

7

>>> 10 - 4 \* 2

2

En caso de querer que las operaciones se realicen en otro orden, se deben utilizar paréntesis.

>>> (5 + 8) / (7 - 2)

2.6

Al realizar operaciones con decimales, los resultados pueden presentar errores de redondeo:

>>> 100 / 3

33.333333333333336

Este error se debe a que Python almacena los números decimales en binario y pasar de decimal a binario provoca errores de redondeo, como se explica en el apartado Representación de números decimales en binario. Es un error que sufren casi todos los lenguajes de programación. Si necesitamos precisión absoluta, debemos utilizar bibliotecas específicas.

Debido a los errores de redondeo, dos operaciones que debieran dar el mismo resultado pueden dar resultados diferentes:

>>> 4 \* 3 / 5

2.4

>>> 4 / 5 \* 3

2.4000000000000004

Se pueden escribir sumas y restas seguidas, pero no se recomienda hacerlo porque no es una notación habitual:

>>> 3 + - + 4

-1

>>> 3 - + - + 4

7

Lo que no se puede hacer es escribir multiplicaciones y divisiones seguidas:

>>> 3 \* / 4

SyntaxError: invalid syntax

>>>

# Cociente y resto de una división

El cociente y resto de una división están relacionados con el dividendo y divisor mediante la fórmula:
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El cociente es siempre un número entero, pero el resto puede ser entero o decimal. En Python, el resto y el divisor tienen siempre el mismo signo y en valor absoluto (sin signo) el resto es siempre inferior al divisor.

**Nota**: Como se comenta en la lección [Detalles del lenguaje](https://www.mclibre.org/consultar/python/lecciones/python-detalles.html#division-enteros), el cociente y el divisor de una división en la que intervienen números enteros negativos no se calcula de la misma manera en los distintos lenguajes de programación.

## Cociente de una división

El cociente de una división se calcula en Python con el operador //. El resultado es siempre un número entero, pero será de tipo entero o decimal dependiendo del tipo de los números empleados (en caso de ser decimal, la parte decimal es siempre cero). Por ejemplo:

>>> 10 // 3

3

>>> 10 // 4

2

>>> 20.0 // 7

2.0

>>> 20 // 6.0

3.0

El operador cociente // tiene la misma prioridad que la división:

>>> 26 // 5 / 2

2.5

>>> (26 // 5) / 2

2.5

>>> 26 // (5 / 2)

10.0

>>> 26 / 5 // 2

2.0

>>> (26 / 5) // 2

2.0

>>> 26 / (5 // 2)

13.0

## Resto de una división

El resto de una división se calcula en Python con el operador %. El resultado tendrá tipo entero o decimal, de acuerdo con el resultado de la operación

>>> 10 % 3

1

>>> 10 % 4

2

>>> 10 % 5

0

>>> 10.5 % 3

1.5

Cuando el resultado es decimal, pueden aparecer los problemas de redondeo comentados anteriormente.

|  |
| --- |
| >>> 10.2 % 3  1.1999999999999993 # El resultado correcto es 1.2 >>> 10 % 4.2  1.5999999999999996 # El resultado correcto es 1.6  >>> 10.1 % 5.1  5.0 # Este resultado coincide con el resultado correcto |

El operador resto % tiene la misma prioridad que la división:

>>> 26 % 5 / 2

0.5

>>> (26 % 5) / 2

0.5

>>> 26 % (5 / 2)

1.0

>>> 26 / 5 % 2

1.2000000000000002

>>> (26 / 5) % 2

1.2000000000000002

>>> 26 / (5 % 2)

26.0

## La función integrada divmod()

La función integrada divmod(*x*, *y*) devuelve una tupla formada por el cociente y el resto de la división de *x* entre *y*.

>>> divmod(13, 4)

(3, 1)

# Potencias y raíces

Las potencias se calculan con el operador \*\*, teniendo en cuenta que x \*\* y = x.

Las potencias tienen prioridad sobre las multiplicaciones y divisiones.

Utilizando exponentes negativos o decimales se pueden calcular potencias inversas o raíces n-ésimas.

![](data:image/png;base64,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)

>>> 2 \*\* 3

8

>>> 10 \*\* -4

0.0001 # Recuerde que a-b= 1/ab

>>> 9 \*\* 0.5

3.0 # Recuerde que a1/b es la raíz b-ésima de a

>>> (-1) \*\* 0.5 # Esto va a dar error porque es la raíz cuadrada de -1

Traceback (most recent call last):

File "<pyshell#7>", line 1, in ?

(-1)\*\*0.5 ValueError: negative number cannot be raised to a fractional power

>>> -9 \*\* 0.5 # Esto no da error porque hace primero la raíz y luego le pone el -3

También se pueden calcular potencias o raíces mediante la función integrada pow(x,y). Si se da un tercer argumento, pow(x, y, z), la función calcula primero *x* elevado a *y* después calcula el resto de la división por *z*.

>>> pow(2, 3)

8

>>> pow(4, 0.5)

2.0

>>> pow(2, 3, 5)

3

# Redondear un número

Aunque no se puede dar una regla válida en todas las situaciones, normalmente es conveniente redondear el resultado de un cálculo cuando se muestra al usuario, sobre todo si tiene muchos decimales, para facilitar su lectura.

Lo que no se debe hacer nunca es redondear resultados intermedios que se vayan a utilizar en cálculos posteriores, porque el resultado final será diferente.

## La función integrada round()

Para redondear un número (por ejemplo, cuando se muestra al usuario el resultado final de un cálculo), se puede utilizar la función integrada round(). La función integrada round() admite uno o dos argumentos numéricos.

Si sólo hay un argumento, la función devuelve el argumento redondeado al entero más próximo:

>>> round(4.35)

4

>>> round(4.62)

5

>>> round(-4.35)

-4

>>> round(-4.62)

-5

* Si se escriben dos argumentos, siendo el segundo un número entero, la función integrada round() devuelve el primer argumento redondeado en la posición indicada por el segundo argumento.
* Si el segundo argumento es positivo, el primer argumento se redondea con el número de decimales indicado:

>>> round(4.3527, 2)

4.35

>>> round(4.3527, 1)

4.4

>>> round(4.3527, 3)

4.353

Si se piden más decimales de los que tiene el número, se obtiene el primer argumento, sin cambios:

>>> round(4.3527, 7)

4.3527

>>> round(435, 2)

435

Si el segundo argumento es 0 y el primero es un número decimal, se redondea al entero más próximo, como cuando no se escribe segundo argumento, pero la diferencia es que el resultado es decimal y no entero.

>>> round(4.3527, 0)

4.0

>>> round(4.3527)

4

Si el segundo argumento es 0 y el primero es un número entero, el resultado es entero:

>>> round(435, 0)

435

Si el segundo argumento es negativo, se redondea a decenas, centenas, etc.

>>> round(43527, -1)

43530

>>> round(43527, -2)

43500

>>> round(43527, -3)

44000

>>> round(43527, -4)

40000

>>> round(43527, -5)

0

La función integrada round() redondea correctamente al número más próximo del orden de magnitud deseado (entero, décimas, decenas, centésimas, centenas, etc). El problema es cuando el número a redondear está justo en medio (por ejemplo, redondear 3.5 a entero, 4.85 a décimas, etc.). En Matemáticas se suele redondear siempre hacia arriba, pero en Python se sigue otro criterio:

Cuando se redondea a enteros, decenas, centenas, etc., Python redondea de manera que la última cifra (la redondeada) sea par.

>>> round(3.5)

4

>>> round(4.5)

4

>>> round(5.5)

6

>>> round(6.5)

6

>>> round(450, -2)

400

>>> round(350, -2)

400

>>> round(250, -2)

200

>>> round(150, -2)

200

>>> round(50, -2)

0

Cuando se redondea a décimas, centésimas, etc., Python redondea en unos casos para arriba y en otros para abajo, debido a la forma en que se representan internamente los números decimales (como se explica en el apartado Representación de números decimales en binario):

>>> round(3.15, 1)

3.1

>>> round(3.25, 1)

3.2

>>> round(3.35, 1)

3.4

>>> round(3.45, 1)

3.5

>>> round(3.55, 1)

3.5

>>> round(3.65, 1)

3.6

>>> round(0.315, 2) 0.32

>>> round(0.325, 2) 0.33

>>> round(0.335, 2) 0.34

>>> round(0.345, 2) 0.34

>>> round(0.355, 2) 0.35

>>> round(0.365, 2)

0.36

Este redondeo se debe a la forma en que Python representa internamente los números decimales. Es un problema que presentan la mayoría de lenguajes de programación y se explica en el apartado siguiente.

## Redondear al entero anterior o posterior: las funciones floor() y ceil()

Para redondear un número al entero anterior o posterior, se pueden utilizar las funciones floor() y ceil(), que están incluidas en la biblioteca **math**. Estas funciones sólo admiten un argumento (el número o el cálculo a redondear) y devuelven valores enteros.

Antes de utilizar estas funciones, hay que importarlas, o se generará un error.

>>> floor(5 / 2)

Traceback (most recent call last): File "<pyshell#0>", line 1, in <module> floor(5 / 2)

NameError: name 'floor' is not defined

>>> ceil(5 / 2)

Traceback (most recent call last): File "<pyshell#0>", line 2, in <module> ceil(5 / 2)

NameError: name 'ceil' is not defined

>>> from math import floor

>>> floor(5 / 2)

2

>>> floor(2.9999)

2

>>> from math import ceil

>>> ceil(5 / 2)

3

>>> ceil(2.0001)

3

# Representación de números decimales en binario

En Python los números decimales se almacenan internamente en binario con 53 bits de precisión (en concreto, se trata del formato de coma flotante de doble precisión de la norma IEEE-754). Cuando un programa pide a Python un cálculo con números decimales, Python convierte esos números decimales a binario, realiza la operación en binario y convierte el resultado de nuevo en decimal para mostrárselo al usuario.

El problema es que muchos números decimales no se pueden representarse de forma exacta en binario, por lo que los resultados no pueden ser exactos. Eso explica, por ejemplo, los resultados del ejemplo anterior:

>>> round(3.45, 1)

3.5

>>> round(3.55, 1)

3.5

En el primer ejemplo, al convertir 3.45 a binario con 53 bits de precisión, el valor obtenido es realmente 3.45000000000000017763568394002504646778106689453125, es decir, ligeramente mayor que 3.45, por lo que al redondear con décimas, Python muestra el valor 3.5.

En el segundo ejemplo, al convertir 3.55 a binario con 53 bits de precisión, el valor obtenido es realmente 3.54999999999999982236431605997495353221893310546875, es decir, ligeramente inferior a 3.55, por lo que al redondear con décimas, Python muestra también el valor 3.5.

**Nota**:

* Para ver el valor que se obtiene al convertir un número decimal a binario se puede utilizar el tipo Decimal de la biblioteca decimal:

>>> from decimal import Decimal

>>> Decimal(3.45)

Decimal('3.45000000000000017763568394002504646778106689453125')

>>> Decimal(3.55)

Decimal('3.54999999999999982236431605997495353221893310546875')

El problema del redondeo se agudiza cuando se hacen operaciones, puesto que los errores pueden acumularse (aunque a veces se compensan y pasan desapercibidos).

En algunos casos extremos, el error es apreciable en cálculos muy sencillos:

>>> 0.1 + 0.1 + 0.1

0.30000000000000004

En la mayoría de situaciones, estos errores no tienen consecuencias importantes en los resultados finales, pero si en una aplicación concreta se necesita total exactitud, se deben utilizar bibliotecas específicas. Python incluye la biblioteca [decimal](https://docs.python.org/3/library/decimal.html) y existen bibliotecas como [mpmath](http://mpmath.org/) que admiten precisión arbitraria.

Para saber más:

* IEEE-754 [precisión simple](https://en.wikipedia.org/wiki/Single-precision_floating-point_format), [precisión doble](https://en.wikipedia.org/wiki/Double-precision_floating-point_format) (Wikipedia en inglés)
* Manual de Python 3: [limitaciones de los decimales en Python](https://docs.python.org/3/tutorial/floatingpoint.html)
* Artículo [The perils of Floating Point, de Bruce M. Bush](http://www.lahey.com/float.htm)
* Artículo [What Every Computer Scientist Should Know About Floating-Point Arithmetic, de David Goldberg](https://docs.oracle.com/cd/E19957-01/806-3568/ncg_goldberg.html)
* Web [What Every Computer Scientist Should Know About Floating-Point Arithmetic](https://floating-point-gui.de/)

# Otras funciones integradas (*built-in functions*)

El intérprete de Python incorpora varias funciones integradas que realizan operaciones matemáticas muy habituales.

## Valor absoluto: abs()

La función integrada abs() calcula el valor absoluto de un número, es decir, el valor sin signo.

>>> abs(-6)

6

>>> abs(7)

7

## Máximo: max()

La función integrada max() calcula el valor máximo de un conjunto de valores (numéricos o alfabéticos). En el caso de cadenas, el valor máximo corresponde al último valor en orden alfabético, sin importar la longitud de la cadena.

>>> max(4, 5, -2, 8, 3.5, -10)

8

>>> max("David", "Alicia", "Tomás", "Emilio")

'Tomás'

Las vocales acentuadas, la letra ñ o ç se consideran posteriores al resto de vocales y consonantes

>>> max("Ángeles", "Roberto")

'Ángeles'

## Mínimo: min()

La función integrada min() calcula el valor mínimo de un conjunto de valores (numéricos o alfabéticos). En el caso de cadenas, el valor mínimo corresponde al primer valor en orden alfabético, sin importar la longitud de la cadena.

>>> min(4, 5, -2, 8, 3.5, -10)

-10

>>> min("David", "Alicia", "Tomás", "Emilio")

'Alicia'

Las vocales acentuadas, la letra ñ o ç se consideran posteriores al resto de vocales y consonantes

>>> min("Ángeles", "Roberto")

'Roberto'

## Suma: sum()

La función integrada sum() calcula la suma de un conjunto de valores. El conjunto de valores debe ser un tipo de datos iterable (tupla, rango, lista, conjunto o diccionario).

>>> sum((1, 2, 3, 4, 5))

15

>>> sum([1, 2, 3, 4, 5])

15

>>> sum(range(6))

15

>>> sum({1, 2, 3, 4, 5})

15

## Ordenación: sorted()

La función integrada sorted() ordena un conjunto de valores. El conjunto de valores debe ser un tipo de datos iterable (tupla, rango, lista, conjunto o diccionario). El conjunto de valores no se modifica, la función devuelve una lista con los elementos ordenados.

|  |
| --- |
| >>> sorted((10, 2, 8, -3, 6))  [-3, 2, 6, 8, 10]  >>> sorted([10, 2, 8, -3, 6])  [-3, 2, 6, 8, 10]  >>> sorted({10, 2, 8, -3, 6})  [-3, 2, 6, 8, 10]  >>> sorted(("David", "Alicia", "Tomás", "Emilio"))  ['Alicia', 'David', 'Emilio', 'Tomás']  >>> sorted(["David", "Ángeles", "Tomás", "Óscar", "Emilio"])  ['David', 'Emilio', 'Tomás', 'Ángeles', 'Óscar'] |